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# Introduction:

The core of this project is the RSA algorithm, named after its inventors Ron Rivest, Adi Shamir, and Leonard Adleman in 1978 [1]. RSA is one of the most prominent encryption algorithms, and is used widely within the industry for encrypted communications, embedded RSA-enabled chips, and data security. The popularity of RSA is credited to the algorithms’ security and inability to be decrypted through iterative attempts. (Find source regarding the amount of time it takes for normal computer to crack RSA). RSA is so secure because it uses a complex formula with a pair of large prime numbers that make it difficult to reverse the value. However, the algorithm can be decrypted by knowing the prime values and the public key used to encrypt the original data. Due to the usefulness of this encryption and the potential to use iterative code, this algorithm was selected to be implemented on HW using a Zynq Pynq board.

# RSA Overview:

The RSA algorithm inputs use a public key, private key, and prime numbers, to encrypt and decrypt an input data stream. There are two sides to this algorithm: encryption and decryption. For the encryption, a value will be streamed into the function and will return an encrypted value. This is done by computing the equation:

Where *M* is the original data, *C* is the encrypted data, and *e* and *n* are computed with the prime numbers. The value *n* is equal to the product of the prime numbers *p* and *q*. The public key, *e* is equal to a value coprime and less than the totient (*t*) value that is the product of (*p*-1) \* (*q*-1). The primary inputs to this encryptor are therefore *p* and *q* for the prime number, *e* for the public key, and most importantly the data to be encrypted, *C*.

On the other side, the decryption is performed by computing the equation:

Where *d* is the only new variable representing the private key. The value *n* needs to be the same in the encryption and decryption for this to work since *p* and *q* need to be the same. The value *d* is calculated from the public key, *e*, using the identity:

Where *e* is the public key and t is the totient. Therefore, the only needed inputs to find *d* are *e* and *t*, which are both calculated from the prime numbers when generating the public key.

For this to work, there first needs to be calculations that create a value for *e* and *d* based on the prime values. For the public key, *e,* this can be done by checking if the value is coprime with *t* by seeing if the greatest common denominator is 1. The private key can be checked by looping the equation *e* \* *d* mod *t* for different values of d until the result is 1. Once these keys are discovered and checked, the function can encrypt an input value.

Therefore, there are really 4 iterations of functions occurring to encrypt and decrypt these values. The first function is to establish and check the public key with the input prime numbers. Once checked, the encryption function takes place with inputs *p, q, e,* and *M* (the original data). Next a private key needs to be developed and checked by finding the smallest value for *d* that satisfies the identity. The last function is therefore decryption, which takes the encrypted data *C,* the prime numbers *p* and *q* and the private key *d* to determine the decrypted message.

![Diagram

Description automatically generated](data:image/png;base64,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)

# PS Implementation:

The first iteration of creating the RSA algorithm was built out using Python on the Processing system for the Pynq board. This iteration was simple and borrowed heavily from the source code available for introducing the RSA algorithm [x]. It began with evaluating for the public key using the greatest common denominator function to evaluate the totient and prime numbers to get the key. A value is then encrypted in the function “RSA\_Encryptor” by using the convenient “pow(a, e, m)” function on Python which evaluates “ae mod (m)”. The returned value becomes the encrypted cipher.

The next part of the code uses the inverted modulo function to evaluate the private key given the public key and primes. The inverted modulo function is evaluated using the function “pow(pubkey, -1, phi)” where pubkey is the public key and phi is the totient. With the private key, the decryption of the cipher is performed by evaluating pow(cipher, private\_key, n). The returned value is the decrypted cipher and should return the original value. However, due to the limitations of the integer value in Python, this iteration had limitations caused by the prime key and cipher data sizes. As a result, the integer value would be converted to a float and would therefore be inaccurate when evaluating the modulo.

The next iteration evaluated used a larger integer value for the prime values by generating a value with 512 bits. However, to do this, the bits had to be generated randomly and checked if they were prime through factorization. As a result, the delay of this iteration was significant at roughly 8 seconds. On the other hand, this iteration was more capable of larger values being encrypted/decrypted. This allowed it to encrypt strings rather than small integer values.

In the next iteration, the functionality of encrypting a string was kept, but the random generation of the string was altered. Instead, the string was broken down into an array by the ASCII value of the characters and each value was encrypted in the same manner. As a result, smaller values were guaranteed to be encrypted, and the resulting array of encrypted values could be decrypted and converted back to a string.

The last implementation on the PS was considered the best since it was capable of handling string values without taking an exceeding time to compute. Furthermore, it makes for a perfect implementation to develop an AXI stream overlay for in the PL implementation.

# PL Implementation:

For the PL implementation, the first step was to build the encrypting code on Vitis HLS and test the code. The early implementation did not use a function to generate the keys like the Python code, rather it used a static value for the prime numbers, public key, and private key. The values used for the keys were verified with the PS implementation, and furthermore allowed verification with the resulting encrypted value.

Unlike the Python implementation, the HLS code did not have a convenient method of evaluating aemod(n). The right-to-left binary method of evaluating modular exponentials was the best choice to use since it has reduced memory footprint and operations [x]. The following figure shows the code implemented to compute the value of the encrypted result.
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Figure 1: Right-to-left binary evaluation of modular exponent

To implement AXI stream to encrypt an array of values, this while loop in figure 1 is embedded in a while loop that reads the data from the stream. This while loop operates until the value the last value is sent, notified by the plain.last Boolean. In the while loop, each value is written to the dataOut stream after being encrypted. The results of this were tested with a testbench file and verified with the values from the PS implementation.

Lastly, this simple RSA implementation was tested on the Pynq board using an overlay. The overlay utilized the same setup as the PS implementation; however, the array of integers was inputted to the input buffer for the stream. To do this, the function runKernel has an input for the string message, where it allocates the input buffer and output buffer from the length of the message. From there, the message has each character converted into an integer and input into the buffer as an array. The buffer is then transmitted to the PL through the DMA where the values are encrypted. The output buffer then receives the output values as an array, which should be encrypted.

The next iteration of the PL implementation built off this last example by add the key generator function. To do this, much like the PS key generator, a function was required for the greatest common denominator, the co-prime checker, and the inverse modular function. The GCD function and co-prime checker were simple and used the same logic as the PS. However, much like the exponential modular, this was not readily available in Hardware. To perform this calculation, the extended Euclidian algorithm was used, which returns the private key value.

When building this, a common issue was the size used due to the number of iterations. Therefore, the data sizes were reduced until further optimization of pipelining and unrolling could be evaluated. Additionally, the prime values were still static, meaning the values would be identical. This allowed for validating the results of this implementation, as shown in the next section; however, it was a critical flaw in this iteration.

The final iteration accommodated for static prime values by implementing an axi lite connection to input primes. To implement this, two integer values were added to the encrypt function and were labeled with pragma as axi lite. On the PS side interacting with the overlay, the prime values are set by accessing the register map and setting the axi lite values for the primes.

In addition to the prime values being inputted, another key feature was added in this iteration which allowed the user to input a Boolean value to switch from encryption to decryption. This was simply done by setting the exponential value to the private key instead of the public key when evaluating for decryption. On the PS side, this was implemented in the same way as the prime values by accessing the register map and setting the Boolean to 1 for decryption and 0 for encryption. This allowed for testing of the entire RSA algorithm process and provided the functionality to read the decrypted message.

# Data Validation and Verification:

To operate and validate the operation of each PS and PL function and code, navigate to the repository in the link: [https://github.com/noahe7700/RSA\_Project/tree/main/Project%20Report](%20https:/github.com/noahe7700/RSA_Project/tree/main/Project%20Report). Here is where all the code for testing and running the implementation is held.

For the PS code, run the Jupyter notebook labeled notebook #1 to see the first iteration of the PS code.

[Images from results of first notebook\*]

The input value is 132 and is encrypted with the prime numbers 137 and 227. The encrypted value becomes 29741 with the public key (3, 31099). The decrypted value is then returned as 132 with the generated private key (20491, 31099) and confirming functionality.

For the results of the second attempt, run notebook #2. This attempt encrypted the value of “Hello World” as a 1024-bit value. The resulting cipher is an unrecognizable value. However, the timing is significant, and can fluctuate greatly.

[Images from results of 2nd notebook\*]

The third notebook is what the PL is based on and will be used to verify the results of the PL implementation. The message “Hello, World!” is entered into the encryption and is converted into its ASCII values as an array. The resulting cipher is an array of encrypted values shown below.

[Image of result 3rd notebook\*]

The values are then decrypted and reconstructed as a string, forming the original message. This example used prime numbers 2027 and 3011, which will be used to test the PL later to verify the encryption. The public key for this was (65537, 6103297) and the private key was (2416153, 6103297).

For the PL overlay code, download the simple overlay files in the PL code folder. The source code for the overlay is in the source code folder under the file RSA1.cpp and is tested with RSA\_test.cpp. For testing this, open the Interface Notebook in the PL Code folder. To test the first interface, upload the overlay files to the board from the Simple Overlay folder and change the text to the correct location in the notebook. Run the first few lines of code and the section Overlay Code. The resulting values are pulled from the PL and match the values from the previous attempt on PS.

[Image of RSA Simple\*]

For the implementation where the prime values are input, a similar method is performed. To implement this iteration, first download the overlay files from the final overlay folder and update the location in the notebook. Then, assign values to the prime numbers by accessing the register map with the code: hls\_ip.register\_map.prime1 = 2027

hls\_ip.register\_map.prime2 = 3011

hls\_ip.register\_map.encr = 0 for encryption, 1 for decryption

Run the code and the resulting values should be the same as the expected values from the previous examples.

[Image of RSA with inputs\*]

\*Images are missing due to files being on Pynq in lab.

# Optimization:

Testing with pipelining optimizations of the while loop used to encrypt/decrypt the values. The results of the different optimizations tested are as shown in table 1.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Design | Latency | DSP | FF | LUTs | Comments |
| RSA\_Simple - no pipeline | 32120 | 4 | 3183 | 2833 | Default Config |
| RSA\_Simple - pipelined | NA | 31 | 155753 | 119808 | ERROR - TOO LARGE |
| RSA\_Simple - Unroll 2 | 32120 | 4 | 3183 | 2833 | Same as default |
| RSA\_Simple - Unroll 8 | 32120 | 4 | 3183 | 2833 | Same as default |
| RSA\_Simple - Unroll 8/pipeline | NA | 31 | 155753 | 119808 | ERROR |
| RSA\_Simple - while(1) pipeline | NA | 31 | 157647 | 117491 | ERROR |
| RSA\_Simple - while(d > 0) pipeline | 49550 | 4 | 14453 | 11632 | II = 90, CLK = 25ns |
| RSA\_Simple - ^ with 32-bit data | 26000 | 3 | 11826 | 9389 | II = 90, clk = 20ns |
| RSA\_Simple - ^ with 32-bit data | 13440 | 3 | 12094 | 9427 | II = 90, clk = 10ns |
| RSA\_Simple - 32-bit no pipeline | 24420 | 3 | 2251 | 1977 | Expected result, but sacrificing security in RSA... |
| RSA\_Simple - 32-bit pipeline and unroll 2 | 13440 | 4 | 23576 | 18651 | No improvement… |
| RSA\_Simple - 32-bit pipeline with 8ns | 11100 | 3 | 12306 | 9476 | Latency speed-up |
| RSA\_Simple - 32-bit with 8ns | 20420 | 3 | 2443 | 2044 | Best so far! |

Table 1\*

\*not finished with optimizations… this is initial findings.
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